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You’re designing a transaction system...

Requirement: account A wants to transfer $100 to account B.

- Read balance from account A.
- Subtract $100 from balance.
- Write new balance to account A.

- Read balance from account B.
- Add $100 to balance.
- Write new balance to account B.

Ideally, everything is alright. But how about in real world?
You’re designing a transaction system...

**Scenario 1:**

- ✓ Read balance from account A.
- ✓ Subtract $100 from balance.
- ✓ Write new balance to account A.

- ✗ Read balance from account B.
- ✗ Add $100 to balance.
- ✗ Write new balance to account B.

---

Result: A lost $100, but B didn’t get the $100
You’re designing a transaction system...

**Scenario 2:**

- ✓ Read balance from account A.
- ✓ Subtract $100 from balance.
- ✓ Write new balance to account A.

- ✓ Read balance from account B.
- × B deposits $50.
- ✓ Add $100 to balance.
- ✓ Write new balance to account B.

**Result:** B lost the $50 deposit
Requirement for Transaction System

ACID Properties

- **Atomicity**: Each transaction is “all or nothing”
- **Consistency**: Data should be valid according to all defined rules
- **Isolation**: Transactions do not affect each other
- **Durability**: Committed data would not be lost, even after power failure.

Today we’ll talk about **consistency and isolation**.
Temporary Inconsistency

Among transaction, temporary inconsistency will occur.

Goal: keep consistency after transaction.

What’s problem the temporary inconsistency may cause?
Problem 1: Garbage Read

Transaction T1
BEGIN
Write(X)
COMMIT

Transaction T2
BEGIN
Write(X)
COMMIT

Result: the value of X is unclear.
Problem 2: Lost Update

Transaction T1                  Transaction T2
BEGIN                           BEGIN
Write(X)                        Write(X)
Rollback
COMMIT                          COMMIT

Result: update of transaction T2 is lost (rewritten by transaction T1)!

W-W conflict!
Problem 3: Dirty Read

Transaction T1
BEGIN
Write(X)
Rollback
COMMIT

Transaction T2
BEGIN
Read(X)

Result: record X in transaction T2 is now dirty!

W-R conflict!
Problem 4: Unrepeatable Read

Transaction T1
BEGIN
Read(X)
Read(X)
COMMIT

Transaction T2
BEGIN
Write(X)
COMMIT

Result: transaction T1 might get a record with different values between reads!

R-W conflict!
Prevention of Inconsistency

• Naïve Solution:
  • Execute transaction one at a time in a sequence.

• **Drawback: latency!**

• Smart Solution:
  • Classify consistency into different degrees, allow users to select degree to achieve the tradeoff between latency and consistency.
Prevention of Inconsistency: Degree 0

Problem: Who knows what value X will wind up holding? (garbage read)

Solution: set short write locks (short=until action finished)
• Before T1 write X, set a write lock to X
• After T1 write X, release the lock.
Prevention of Inconsistency: Degree 1

Problem: Update due to T2 is lost. *(lost update)*

Solution: set long write locks *(long=until transaction committed)*

- Before T1 write X, set a write lock to X
- After T1 is committed, release the write lock.
Prevention of Inconsistency: Degree 2

Problem: Now T2’s read is bogus. (dirty read)

Solution: long write locks + short read locks
- Before T1 write X, set a write lock to X.
- Before T2 read, set a read lock to X.
- After finish T2’s read, release the read lock.
- After T1 is committed, release the write lock.
Prevention of Inconsistency: Degree 3

Problem: Now T1 has two different values for X. (unrepeatable read)

Solution: long write locks + long read locks ‘two-phase locking’

- Before T1 read X, set a read lock to X.
- After T1 commit, release the read lock.
- Before T2 write X, set a write lock to X.
- After finish T2’s write, release the write lock.
Conclusion of Consistency (Isolation) Degree

• Degree 0: short write locks  ->  garbage read

• Degree 1: long write locks  ->  lost update (W-W conflict)

• Degree 2: long write locks + short read locks  ->  dirty read (W-R conflict)

• Degree 3: long write locks + long read locks  ->  unrepeatable read (R-W conflict)

long = end of transaction
Short=end of action (write/read)
Definitions of Schedule

Problem: how to determine the consistency of a set transactions?

• Schedule:
  • A sequence of actions of a set of transactions.

• Schedule Consistency:
  • If all transactions run at degree 0 (1, 2 or 3) consistency in schedule S then S is said to be a degree 0 (1, 2 or 3) consistent schedule.

Figure out how the transaction rely on each other.
Transaction Interdependency

Suppose T1 & T2 perform action on same entity. T1 performs before T2.

Definition of Dependency

<table>
<thead>
<tr>
<th>Dependency</th>
<th>Action</th>
<th>Degree</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1&lt;T2</td>
<td>W-&gt;W</td>
<td>1</td>
</tr>
<tr>
<td>T1&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
<tr>
<td>T1&lt;&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
</tbody>
</table>

Example:

![Diagram of T1 <<< T2]

T1 <<< T2
A schedule is degree 1 (2 or 3) consistent if and only if the closure of relation $<$ ($<<$ or $<<<$ ) is a partial order.
Example 1

<table>
<thead>
<tr>
<th>T1</th>
<th>Action</th>
<th>锁</th>
<th>A</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>Read</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>T1</td>
<td>Unlock</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Lock</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Write</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Lock</td>
<td></td>
<td>B</td>
</tr>
<tr>
<td>T2</td>
<td>Write</td>
<td></td>
<td>B</td>
</tr>
<tr>
<td>T2</td>
<td>Unlock</td>
<td></td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Unlock</td>
<td></td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Lock</td>
<td></td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Write</td>
<td></td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Unlock</td>
<td></td>
<td>B</td>
</tr>
</tbody>
</table>

T2<T1, T2<<T1, T2<<<T1

T1<<<T2

Definition of Dependency

<table>
<thead>
<tr>
<th>Dependency</th>
<th>Action</th>
<th>Degree</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1&lt;T2</td>
<td>W-&gt;W</td>
<td>1</td>
</tr>
<tr>
<td>T1&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
<tr>
<td>T1&lt;&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
</tbody>
</table>

T2<T1, T2<<T1, T2<<<T1

T1<<<T2

• The schedule is degree 2 consistent but not degree 3 consistent.
• T1 runs at degree 2 consistency, T2 runs at degree 3 consistency.
Example 2

<table>
<thead>
<tr>
<th>T1</th>
<th>Action</th>
<th>A</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1</td>
<td>Lock</td>
<td>A</td>
</tr>
<tr>
<td>T1</td>
<td>Write</td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Read</td>
<td>A</td>
</tr>
<tr>
<td>T2</td>
<td>Lock</td>
<td>B</td>
</tr>
<tr>
<td>T2</td>
<td>Write</td>
<td>B</td>
</tr>
<tr>
<td>T2</td>
<td>Unlock</td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Lock</td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Write</td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Unlock</td>
<td>B</td>
</tr>
<tr>
<td>T1</td>
<td>Unlock</td>
<td>A</td>
</tr>
</tbody>
</table>

Definition of Dependency

<table>
<thead>
<tr>
<th>Dependency</th>
<th>Action</th>
<th>Degree</th>
</tr>
</thead>
<tbody>
<tr>
<td>T1&lt;T2</td>
<td>W-&gt;W</td>
<td>1</td>
</tr>
<tr>
<td>T1&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
<tr>
<td>T1&lt;&lt;&lt;T2</td>
<td>W-&gt;W</td>
<td>W-&gt;R</td>
</tr>
</tbody>
</table>

- T2<T1, T2<<T1, T2<<<T1
- T1<<T2, T1<<<T2

>>> and << are not partial order

- The schedule is degree 1 consistent.
  - T1 runs at degree 3 consistent, T2 runs at degree 1 consistent.
Problem out of the paper: Phantom Read

Transaction T1
BEGIN
Read(\text{where } x \geq 10)
Read(\text{where } x \geq 10)
COMMIT

Transaction T2
BEGIN
Write(\text{where } x = 15)
COMMIT

Results: results fetched by transaction T1 may be different in both reads.
Solution: range lock!
Summary

• 4 degrees of consistency: allow user tradeoff latency and consistency.

• Dependency among transactions: determine the consistency of schedule.

Thank you!

Q & A